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1. [bookmark: InstructionText]Introduction
10


Modern mobile technologies improve accessibility to private and sensitive data. Currently mobile devices present detailed personal contact information, list of contacts, e-mail messages, appointments, location data and much more personally identifiable information. Android OS become a  targetable technology for hackers and malicious programs (Neisse, Steri, Geneiatakis, & Nai, 2016). On May 2015, Apple app store has around 1,400,000 Apps, Amazon Appstore has 360,000 Apps, Windows phone store has 340,000, BlackBerry world has about 140,000 and Android google play has a round 1,600,000 (Jason Hong, 2017). The number of available applications in Android Market (Google store) surpassed one million applications on July 2013 and was most recently reached two million applications in last February 2016. In March 2017, the applications uploaded to Android google play was 2,800,000, comparing to apple store which consist a round 2,200,000 (Statista, 2017).  Recent studies (Song, Han, Wang, Zhao, & Ranjan, 2016; Hussain et al., 2018; Talha & Alper, 2018) stated that Android platform prevail on the world of smartphone market with more than 80 percent segment. The reason behind this can be credited to its transparent nature and open-source approach. Moreover, Android platform adopts permissions mechanism to protect the sensitive data from untrusted use. Android does pose few threats when concerned to user privacy. The permissions are approved by users at installation time. Moreover, google improved the Android versions where user can switch off the apps permission that approved at installation time. Apps could use these authorizations to access sensitive data without any type of control or restrictions latter on these apps can copy, upload and shar users’ data without user knowledge or permission. Therefore, securing such data is observed as on the most valuable and considerable discussion in terms of issues, trustees, consistencies and accuracy. Besides, users download apps, as well as use different remote and cloud services to share their data without thoughtful of the security issues that could occur during performing these operations. 
Currently, the numbers of attackers and malicious software have raised rapidly (Felt et al., 2012). Privacy concerns in the Android OS are growing, many research studies and reports have been published, efforts have been carried out to detect and analyze privacy leakage either statically, dynamically or using other approaches (Zhou, Wang, Zhou, & Jiang, 2012; Nauman, Khan, & Zhang, 2010; P. Singh, Tiwari, & Singh, 2016; Fuchs, Chaudhuri, & Foster, 2010). Furthermore, privacy infiltration is an information flow security problem where users personal and confidential data leakage via different channels without the intent of its owner. Sometimes, users are willing to share their private or sensitive data with others e.g. location, photo and contacts. The confidential data will be send to a remote server in exchange for valuable services such as location-search services. Due to erroneous decisions from third party, these data can be shared with advertising companies. Also, the private data can be detected by hackers within a certain period of time which lead to information leakage and cause a huge financial damage (Y. Kim, Oh, & Kim, 2015; M. Sarrab, 2013; Martin & Shilton, 2016). In addition, Google as Android operating system provider, force application developers to get users prior permission to access and collect any users’ personal data up front. Applications gather users’ data for the sake of quickly expand people network to use the developed program. However, application developers noticed that some mobile social networks, were uploading users address books to different servers without users’ prior knowledge or permission. 
Many studies focused on solutions to construct effective monitoring approaches that trace the behaviors of Android system and downloaded application. These approaches  have been proposed based on Android OS (Felt et al., 2012; Understanding & Security, 2009; Qian, Cai, Xie, & Zhang, 2016; Holla & Katti, 2012). Despite many research conducted and solutions proposed, a good solution to defeat privacy leakage at runtime is still lacking. Nevertheless, many studies have proposed and discussed set of related Android applications and frameworks (Zhou et al., 2012; Chin, Felt, Greenwood, & Wagner, 2011; Blasing, Batyuk, Schmidt, Camtepe, & Albayrak, 2010; Enck et al., 2014)  which proposed a mechanism to track the behaviors of the installed apps using different code analysis techniques. Besides, Google play allow developers to publish their applications with no review or any approval process. This policy has been criticized by many researchers and  has been shown to be a way for potential vulnerability to malicious requests (M. S. Bin Liu et al., 2016). Therefore, the user data can be downloaded, uploaded and shared over different mobile cloud services. The transmission of user privacy data have numerous performance related impediments due to the unnecessary overhead e.g. bandwidth, storage size and battery lifetime.(Yadav & Doke, 2016). 

Since most of the services accessed by users are from cloud and external host, it’s worth to address the security properties that must be included in different mobile platform environment. Nachenberg in 2011 has categorized mobile attacks in several categories: application-based attacks, web-based attacks, network-based attacks and physical based attacks. These attacks impact the security properties and privacy attributes e.g. confidentiality, integrity, availability, and privacy of mobile data and applications. Confidentiality is one of security attributes that is associated with securing and privately controlling the users’ data. This sensitive data can be only authorized to those who have rights to access, to interact and to manipulate (Nachenberg, 2011). Different user tasks should not be shared with others and must be confidential while accessing the cloud services (Yadav & Doke, 2016; Xiao, Xiao, & Member, 2013; Niekerk, Solms, & Niekerk, 2013). Another security property is data integrity which is responsible to offer the maintenance for user data during user transactions and communication e.g. transfer, receive or store data from/to the cloud servers. Moreover, any violations related to the user data should be detected e.g. data is missing, reformed, or corrupted during the intercommunication between user mobile services and services in the cloud (Yadav & Doke, 2016; Xiao et al., 2013). Since more user data will be hosted over the cloud and get transmitted with mobile and other handheld devices, there are two challenges in data integrity according to (Xiao et al., 2013): 
· Huge user data capacity makes predictable hashing structure not viable; thus lead to losing of data. 
· Integrity checking can only be applied when there are further requirements, for instance, no integrity guarantees and distributed setting for data unless there are dynamic operations. 
Availability is another crucial security factor that concern with the availability of data to be access using different services, data providers and real-time tools. The service provider should make sure that the tools and data used by users are a variable. However, when a certain service is not accessible or the quality of service cannot meet the users specifications, the service provide should fix out the issues and maintain possible solutions or replace the services  with perfect once (Yadav & Doke, 2016; Xiao et al., 2013). Object reusability and data remanence are sub-category of data availability. Moreover, privacy is another critical concern while using mobile devices, user sensitive data exist and shared among different distrusted data servers, which are hosted and maintained by the service providers. Therefore, there are possible hazards that the confidential data e.g., financial data, user photos, emails and other private contents is released to public, business competitors’, external attacker threats and data leakage. 
Authorization is a mechanism in which mobile system determines what level of access apps and other people must access and transfer the data to other channels. The user with access permission can control and manage the various resources including the access to private data. (Yadav & Doke, 2016; Xiao et al., 2013).  One of danger behavior that attacks mobile system is WannaCrypt virus which has attacked many devices and computers around the world where more than 200,000 systems have been contaminated in over 150 countries. The virus force victims to pay a ransom in order to regain access to their files or systems  (Epstein, 2017; Patterson, 2017). 

This research reviews the studies those have been analyzed in different perspectives based on android security fields (OS, apps and users based-apps), investigates Android permissions system that mobile users grant to install Apps.  It is worth to mention that in this article, security in mobile platforms has been discussed in which users can check out what are those apps that could tech their personal data and take actions based on logs. 
The rest of this paper is organized as follows; Section 2 presents an overview of Android system. Section 3 provides the research methodology. Section 4 provides general overview of private and sensitive data of mobile technology. Section 5 presents an Android OS, apps and user levels existing security tools. Section 6 discusses existing solutions in respect of analysis mechanisms. Finally, Section 7 provides the research recommendation and conclusion.
2. [bookmark: _Hlk511466794]Android Security Model

Android is an open source software stack for mobile phones, tablets, TVs, wearables and other devices. Its supported by OHA (Open Handset Alliance). Android software stack is structured into five main layers which is mainly achieved by its subdivision into six components, Kernel layer, Hardware Abstraction layer, Native libraries layer, Application framework layer and Application layer. In kernel layer, Linux as a kernel open source build the overall Android system. This layer provides basic drivers, power management, network configurations, file-system management, inter-process communication and task scheduling. Above this layer, there is a hardware aspect that include the abstraction of different hardware devices e.g. camera, input, graphics etc. In addition, Native libraries layer compose of two main aspects which are Android Runtime (ART) that uses ahead of time (AOT) compilation e.g. apps compiled at the installation time to ready to run state. This improves the overall performance and Android device battery life. However, Dalvik Virtual Machine uses just on time compiler as Android apps dex file that translated to their native representation on demand. Java programming language is used for Android apps development and its shared libraries and native code are developed in C/C++ (Shweta Bhandari, Wafa BenJaballah, Vineeta Jain, Vijay Laxmi, Akka Zemmari, Manoj Singh Gaur, Mohamed Mosbah, 2017). In addition, Android developers have the right to access the application framework layer and utilize different management capability. Moreover, application layer provides a build-in platform application e.g. browser, content provider, media player etc. 
This separation of layers is reflected in the whole software stack implementation. Each layer of the stack assumes that the layer below is secured. At the core of the Android architecture is the apps permissions-based accessibility. This mechanism by default rejects any external access to features or functionality that could negatively impact the user experience, the overall system, or other applications installed on the device, if the required permissions are not granted. Android system forces developers to declare these required permissions during the development phase. These permissions allow users and apps to gain access to different features e.g. access to internet connections and GPS functions, personal information, system hardware and settings, and many other device features. In Android version 4, the permissions granted at install time only. However, the newest version of Android, allow user to impose the permissions at run time, but must be authorized by the user at install time. When users install a new application in android, the system prompted a set of permissions to be accepted or denied (Barrera, Oorschot, & Somayaji, 2010). The permissions approved to each application are well-defined in its required manifest file. The manifest file holds all significant values that are bound to the application at compile time and cannot be altered afterwards unless the application is recompiled e.g. name of Android app package, version of Android API, minimum and maximum Software Development Kit (SDK) that the app run on. Android permissions are classified into three security levels: Normal, Dangerous, and Signature. Normal permissions secure the API calls that may not damage the user data e.g., set wallpaper, these do not involve user approval. On the other hand, dangerous permissions let an application perform harmful actions e.g., record audio/video. Moreover, signature permissions control access to very dangerous privileges, e.g., clear user data (Felt, Wang, Moshchuk, Hanna, & Chin, 2011). Furthermore, google provide another security model for app isolation which can be realized by imposing each application to perform its functions within its own secure sandbox. This technique assigned Android as apart from other operating systems present in the market and is set up of the kernel. Therefore, an instance of an application is isolated from other applications in the memory (Mahmood et al., 2012). All apps running in the Android OS are assigned a low-privilege user ID, are only allowed to access their authentications files without any interfere with other apps. The isolation is a protection against “inter-process” security flaws, meaning that a security problem in a given app will not interfere with the resources of other apps (Neisse et al., 2016).


3. Methodology
The article provides a systematic review study of recent research works related to user privacy and data flow control for Android applications. This systematic review study, is based on the Kitchenham’s guidelines (B. Kitchenham, 2014) that has already been used by many other systematic review studies (Phu H.Nguyen, Max Kramer, Jacques Klein, 2015; Zlatko Stapić, Eva García López, Antonio García Cabot, Luis de Marcos Ortega, 2012; Li Li, TegawendéF. Bissyandé , Mike Papadakis, Siegfried Rasthofer, Alexandre Bartel, Damien Octeau, Jacques Klein, Le Traon, 2017). To achieve the study objectives, the methodology is divided into different steps shown in figure 1:  
· The first step is about defining the research question.  
· Then the search keywords specification.
· Search process.
· Elimination criteria to consider only the relevant articles.
· Approach level classification.
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Figure 1:Systematic Review Study (SRS) Process



3.1 Research Questions
The first step is about defining the research question. The aim of this systematic review study is to address the following research questions:
· What are the fundamental techniques and approaches used to control user privacy in Android apps? In this question, the research is focused on Android specific characteristics that should be considered to achieve privacy and data flow control in different approaches level including OS, application and user level.   
· What are the state-of-art works on user privacy and data flow control in Android apps? The answer of the research question, need to survey various issues and all approaches related to user privacy and data flow control in Android apps.    
· What challenges and open questions remain need to be addressed? With this question, the researchers investigate deeply in the issues and challenges related to data flow control and user privacy in Android apps. The researchers investigate in the remaining open research questions those do not benefit from the different research effort.
3.2 Search keywords specification.
Based on the research questions specified in section 3.1 the search keywords were summarized. Table 1. represents the actual selected and used keywords. The keywords ‘Android apps’, ‘user privacy’ and ‘data flow control ‘were used as the main broad search strings. 

Table 1 Search keywords
	No
	Keywords

	1
	User Privacy; User-Privacy;

	2
	Data Flow; Data-Flow; Data Flow Control; Data-Flow-Control;

	3
	Android; Android apps; Android-apps; 

	4
	Mobile; Mobile apps; Mobile-apps;

	5
	Smartphones; Smart Phone; Smart-Phone;




The search string S is formed as a disjunction of the first two lines and conjunction of the disjunction of last three lines of the specified keywords: 
S=: L1 OR L2 AND (L3 OR L4 OR L5)
Whereas, each line represents as disjunction of its selected keywords e.g. L1 =: {User Privacy OR User-Privacy}.

3.3 Search process
An electronic database literature search has been conducted using different digital resources such as Google Scholar, IEEE Xplore, Web of Science, CiteSeer, ACM Digital Library and SpringerLink.
3.4 Elimination criteria 
Research articles were selected based on their relevance as indicated not only by the title but also by the abstract and in some cases scan and analysis of the full paper. Additionally, a manual examination of articles references was conducted to select additional articles that might be missed using by different digital resources. Generally, peer-reviewed journal articles and peer-reviewed conference papers were included. However, only the subject books, book chapters, journal articles and conference papers in which user privacy and data flow control for Android apps explicitly discussed and described were considered eligible. Other resources that dealt with data flow control and privacy issues in mobile applications in general were not considered.
3.5 Approach level classification
This systematic review resulted in more than 87 different type of articles. These articles were analyzed and classified according to their approach level: operating system, application or user level. Only articles that considered user privacy and data flow control explicitly with the respect of different approach levels were included. Hence, general articles those provides and discusses general ideas, research proposals, ethical and legal discussions were not considered. This finally, resulted 40 Android security approaches that accounted 7 OS security tools, 27 considered application level and 6 user existing security tools.

4. Existing Solutions
Different approaches, models, frameworks and ideas have been proposed for handling user privacy issues. These solutions followed various information flow approaches and numerous code analysis methods including Static Analysis, Dynamic Analysis, Execution Monitor, Program-Rewrite and Program Slicing. Before we highlight different flow control approaches, there is a need to consider the differences between Information Flow Control and Date Flow Control (DFC). Information Flow Control (IFC) is  about tracking and monitoring how confidential user information is transferred, broadcasted and processed during the execution of untrusted programs or software systems in order to make sure that the method of transmission operate securely (Hedin & Sabelfeld, 2011; Bacon et al., 2014; Mohamed Sarrab & Elbasir, 2015; Moura, 2015; Singh et al., 2015). Two main related aspects for having secure information flow are: (a) information confidentiality and (b) information integrity. That is, no private information should leak over network and cloud services and no untrusted involvement from the network should leak into the database or related storage. 

Many of mobile applications in different stores may infiltrate the private user data during the user interaction and usage of its operations. Existing mobile platforms collect user private data for marketing intention, diagnostics, or as part of the service they provide. The collected user information may be stored, shared or distributed to third parties by the app developer, used by other applications or obstructed by unauthorized users. Therefore, allowing users to use a secure tools for their mobile devices or even be aware of malware attacks is very critical (Micro, 2017). Different analysis techniques have been introduced to discover the malicious activities in mobile apps. The first method is static analysis which analyzes the applications without execute the code of the app. it uses the data and information flow examination or symbolic execution to determine the leakage of privacy. Static analysis examines all possible execution tracks.  (Ren et al., 2016)(Sarrab & Bourdoucen, 2013)(Cao et al., 2015)(Geneiatakis et al., 2015). Furthermore, Bartel and colleagues discussed that the static analysis method is complicated for android mobile application due to three main reasons:(1) Android applications consist of different components e.g. activities, services, broadcast receivers and content providers. The communications between these components involve Intents and Intent Filters which cause a discontinuity in the control-flow of Android applications and lead to pre-processing of the code to resolve links between components. (2) The issue related to user behaviors while using touch screen action and interacting with the GUI. The management of user involvements can be controlled via handling specific callback methods/functions e.g onClick method which is called when the user clicks on a button. Hence, static analysis requires an accurate model which can stimulate users’ behavior very obviously. (3) The lifecycle mechanism of the Android components, due to that fact there is no main method in Android programming. Android system uses different components states lifecycle by calling callback methods such as onStart or onResume. Nevertheless, these lifecycle procedures are not directly connected in the code. Thus, modeling the Android application permits to connect callback methods to the rest of the code (Klein, Traon, Li, & Bartel, 2015). 


The second type of analysis is dynamic analysis which concerned with monitoring, tracking and regulating a program execution during runtime. This type of tracing is more precise than static analysis because it requires the current execution of the program to reach appropriate code coverage; can cover language features e.g. pointers, arrays and exceptions easier than static analysis (Ren et al., 2016, Sarrab & Bourdoucen, 2013, Steven et al., 2014, Zimmeck et al., 2016). In addition to dynamic analysis, program re-write technique can be considered as one of runtime approaches. This approach focusing on satisfying security policy during runtime, its expensive process and suffering a non-negligible overhead on the applications. The core feature of this method is rewriting instructions that interrupt by security policy at runtime. Comparing with other approaches, program-rewrite fail to detect implicit flows of information, which can be achieved by a static analyzer that considers the whole code, rather than just the executed instructions (Rocha et al., 2013). Another important runtime approach is, execution monitor approach. This technique achieved data labelling and information tracking during the execution of the program. It detects, monitors and follows different events when applications deal with the data coming/going from/to sensitive information sources e.g. device location sensor, user phone contacts, then reporting these application, data type and network destination to the user (Moura, 2015). Sarrab and Elbasir discussed another mechanism called program slicing. The technique gets involved specially in re-engineering or debugging the program and it focus on a part of a given program. There are different types of program slicing: 1) Static slicing which enhanced the static analysis by computed symbolic values without considering the program input. 2) Dynamic slicing, in this technique the slice is calculated for fixed input or data value. 3) Forward slicing is focused on program statements and what are those variables value affected the statements. 4) Backward slicing, this type of slicing is calculated from any point in the program to discover all statements that can affect specific variables (Sarrab & Elbasir, 2015). 
	
4.1 Android OS existing security approaches
In operating system level, many research studies have been conducted to secure the OS, tracking the flow of information and user data privacy and discovering the malware at kernel level. The proposed approaches targeted the kernel layer, thus the researchers categorized them to be based on the Android OS. Chen and colleagues proposed a KARMA patches which is a multi-level adaptive patching model to preserve Android kernel vulnerabilities from exploits. This model can be located at multiple levels in the kernel to filter malicious user inputs avoid the vulnerabilities. KARMA’s patches are built using a high-level memory-safe language, the user inputs will be filter and check the leakage (Chen et al., 2017). Qian and associates provided a combination of static and dynamic security analysis models that enable the analysis of malicious behavior more comprehensively and accurately (Qian et al., 2016) . In 2016, Singh and colleagues discussed the malware characterization that implemented in Android manifest file (Singh et al., 2016). Moreover, they gave the user the ability to improve the efficiency of Android permission which can inform user about the risk of Android permission and apps., Shao and associates introduced an android security solution that targets the inconsistent security enforcement within the Android OS. This solution provided a methodology that discover the inconsistency in security policy enforcement in Android using a proposed approach called Kratos. Kratos is a static analysis mechanism that build a call graph for checking paths that allow third-party applications with insufficient privileges to access sensitive data (Shao, Ott, Chen, Qian, & Mao, 2016).  However, Kratos is only a static analysis tool for systematically discovering the inconsistencies of security policies, the methodology did not discuss how Android application can protected resources (Su, Kywe, Li, Petal, & Grace, 2016) (Backes et al., 2016). Furthermore, Hay and partners proposed a framework called IntentDroid that dynamically observes Android apps for Inter Application Communication (IAC) related integrity vulnerabilities such as custom uri’s, payloads in IAC messages etc. the authors developed an aggressive setting for eight vulnerabilities namely, Cross-Site Scripting, SQL Injection, Unsafe Reflections, UI (User-Interface) Spoofing, Fragment Injection, Java Crashing, Native Memory Corruption and File Manipulation. The approach examined the android apps in three main stages: Instrumentation, Testing and Reporting. Therefore, we could consider this approach to be as well as an application security tool (Hay R, Tripp O, 2015). However, IntentDroid test only android activity as a component for IAC vulnerabilities and ignore the other android component. Also, IntentDroid does not consider multi-app attack (Bhandari, Ben, Jain, & Laxmi, 2017). 
In 2012, Felt and colleagues studied whether the Android permission structure is operative at warning users. They evaluated whether Android users pay attention to app permissions during installation time, understand these permissions, and act on permission information (Felt et al., 2012). They did two usability studies to validate the user’s response in terms of Android permission system: An Internet survey of 308 Android users, and laboratory observation study have been done for 25 Android users. They concluded that Android permission warnings system do not satisfy the user’s requirements. Holla and Katti discussed the application development of Android mobile platform and provided an important layered approach that could be used to secure information in Android OS. This app developed by (Bläsing et al., 2010) and can achieve both static and dynamic investigation on android programs to automatically reveal suspicious in applications. (Holla & Katti, 2012). On the other hand, AASandbox generates low detection accuracy because it’s very varied (Mohini, Kumar, & Nitesh, 2013)(Lin, Lai, Chen, & Tsai, 2013). Furthermore, Cao and colleagues implemented static analyzer called EDGEMINER, which explore statically the entire Android OS to automatically produce API summaries. This APIs address the issue of implicit flow control transitions including the well-defined callbacks in the Android framework. Also, the tool performs inter-procedural backward data flow investigation to extract a list of Android OS registration-callback (Cao et al., 2015). 
To conclude this section, most of these mechanisms are based on analysis of permissions granted to apps and only discussed the tracing of information flow based on Android OS level. This type of analysis is not sufficient for detecting all levels of malware, because it can detect collusion attacks in OS level without enabling the user to control the permissions or modifying the privacy access.

4.2 Android Application existing security approaches
In the apps approaches context, Enck and colleagues introduced TaintDroid approach that used to monitor the flow of user’s private data that have been developed/downloaded from third-party stores (Enck et al., 2014). This approach uses dynamic analysis to track the flow of private and sensitive data through third-party applications. Moreover, TaintDroid monitors as the real-time mechanism to detect the flow in how these applications access and operate users’ personal data. In 2014, Gurkok and Wei developed Android app called ProfileDroid, this tool takes care of a multi-layer monitoring and profiling apps. This approach profiles the apps at four main layers: (a) static, or app specification, (b) user interaction, (c) operating system, and (d) network. Figure 2 illustrated the architecture of ProfileDroid (X. Wei & Gurkok, 2014). 

Figure 2:Architecture of ProfileDroid (X. Wei & Gurkok, 2014)









[bookmark: _Hlk495736898]However, its main obstacle is that it does not offer any profiling results about consumed time. Due to the usage of different profiling tools at different layers, the tool suffer from overhead (Lin, Ho, Lai, Du, & Chang, 2013). Lortz and associates developed a Cassandra app checker tool. The developed tool permits users of mobile devices to check whether Android apps observe their personal privacy requirements before installing these apps. Moreover, Cassandra allow user to define security policies, verify that apps follow these policies before installation and also it performs the security analysis of apps on a server. However, Cassandra covers around 211 out of 218 Dalvik instructions, also it does not  support exception handling and synchronization methods (Lortz et al., 2014). In addition, Wei and colleagues developed a static security analysis framework called Amandroid. Amandroid monitors data flow of an app across various components. Also, it computes the information flow in a different ways including the usage of an environment method for individual component that calls the relevant callbacks (F. Wei, Roy, & Ou, 2014). 
However, this framework has less performance ability to handle exceptions including handling the concurrency and reflections issue (Bhandari et al., 2017). Moreover, Oluwafemi and partners proposed a AppFork which allows users to isolate and secures two different entities on the single phone single e.g. work and active personal profiles (Oluwafemi & Riva, 2014). The researchers address data leakage channels by developing ChannelCheck tool that uses static and dynamic analysis to automatically detect the leakage of channels. The tool has been tested through the analysis of over 14,000 Android apps. AppFork still realizes the security of virtualization-based methods, but with a smaller overhead (Oluwafemi & Riva, 2014)(Oluwafemi, 2015). In the same year, Arzt and associates presented a FlowDroid tool which perform a static taint analysis for Android applications. FlowDroid analyzes the apps’ bytecode and configuration files to check out the potential privacy leaks which caused by carelessness or produced by malicious (Steven Arzt, Siegfried Rasthofer, Christian Fritz, Eric Bodden & Jacques Klein, Yves Le Traon, Damien Octeau, 2014). 
In 2014 Steven and his partner developed tool as the first static taint-analysis system which maintain fully context, flow, field and object-sensitive of complete Android lifecycle. It examined the correct handling of callbacks and user defined UI widgets within the installed apps. Similar to FlowDroid, IccTA which proposed by Bartel and colleagues (Klein et al., 2015) use a static analysis mechanism to detect privacy leaks between different components in Android applications. Moreover, Kim and partners developed a static analyzer tool called SCANDAL. Their developed tool detects privacy leaks in Android applications and determines the flow of data from source of information till reach its target channel. SCANDAL covers limited privacy information include location, phone, SMS and Eavesdropping (Kim et al., 2012).  
IccTA supports inter-component detection and improves the precision of the analysis. In addition, Zhang and colleagues presented a dynamic analysis platform called VetDroid for remolding sensitive behaviors in Android apps from a novel permission use perspective (Zhang et al., 2014). This systematic approach used to efficiently structure permission use behaviors, e.g. how applications use permissions to access privacy system resources, and how the application further utilizes these attained permission-sensitive resources. VetDroid can suggested to be used in finding more information leaks than TaintDroid proposed by (Enck et al., 2014).  Besides, PermissionFlow proposed by Sbirlea and associates aims to provide an automatic detection of inter-application permission infiltration in android applications. They developed a static analysis approach that detected unauthorized access to privacy information through capturing the flow of permissions. The approach focused on three types of attacks e.g. permission collusion, confused deputy and Intent spoofing by (Sbirlea D, Burke MG, Guarnieri S, Pistoia M, 2013). 
In contrast, PermissionFlow does not detect the native code permissions. Also, the tool suffers from redundant checking of permissions and data dependent which cause to erroneous during the detection process. Finally, this approaches use implicit intents only which lead to negatives results for the apps that use the communication between other Android components (Bhandari et al., 2017). Zhou and associates presented systematic approach for detection of malicious applications that published on popular Android markets e.g. google play store. They developed a tool named DroidRanger which used to implement two main schemes, a permission based behavioral foot printing scheme and a heuristics-based filtering scheme (Zhou et al., 2012). The tool focused on system calls used by existing Android kernel or made with the OS privilege. Therefore, these two heuristics are not sufficient to detect the all malware in android markets, its only limited to detect variants of common malware types or uncommon malware that dynamically load untrusted code. Also, DroidRanger performs offline investigation to detect malware in Android Markets, thus no runtime detection of apps malware (Lee, Kim, Park, & Cho, 2016). In 2012, Schreckling and colleagues introduced Constroid which is a data-centric security policy management framework for Android. Constroid provides a partial enforcement of fine-grained and allow users to control the access of policies in Android. This tool modified the ContentProvier and Intercomponent Communication Channel (ICC) (Schreckling et al., 2012). However, Constroid defined the security policies for each Android components, instead of specifying permissions for each app. 
Furthermore, these policies specified by the user, not by the developer. Though, this approach can easily confuse users as they are held responsible of requiring security and privacy policies (Xu et al., 2016; Suarez et al., 2013). In 2011, ComDroid developed by Chin  as a detection tool that observe the application communication vulnerabilities (Chin et al., 2011). ComDroid can be used by developers to investigate their own applications before its final release. Nevertheless, ComDroid detected Android Intent control flow across functions, and did not distinguish between paths that used control flow statements. Also, it does not track the privilege across pending Intents and Intents that performs URI read/write permissions.  In 2011, Gilbert and associates proposed AppInspector which is an automated security validation tool that used to analyzes apps and generates reports of potential security and privacy violations. Besides, they proposed a dynamic method that tracks an app’s use of sensitive information and checks for suspicious behavior such as excessive resource consumption or deleting user data (Gilbert et al., 2011). Figure 3 illustrates the main components of AppInspector. However, the tool has less scalability of the with app base which lead to increase the malicious apps in the market. The tool perform a single party to achieve the entire process in android app e.g. tracing high privacy information flow, detecting security and privacy hazards, and reporting potential risks of information misuse (Fung, B. R. C., & Vu, 2015).

Figure 3: AppInspector architecture (Gilbert et al., 2011).








Hornyack and his partners developed a security tool called AppFence. This tool modified the Android operating system to execute privacy controls on existing Android applications. AppFence allow users to keep tracking the private information and data that transfer from their device through a third-party application. Once privacy leakage is detected, AppFence allow users to either replace private data with shadow data to avoid privacy misuse, or blocks the transmission of on-device only data over the network (Hornyack & Schechter, 2011, Xu et al., 2016). However, AppFence has numerous limitations: 1) AppFence suffers significant performance overhead; thus, due to the taint tracking on every single Dalvik bytecode execution. 2) AppFence required firmware modification, therefore, deploying the tool on multiple Android devices can be challenging (Zhang et al., 2012). 3) AppFence's has some of  blocking feature e.g. does not detect information leaked through control flow operations (Hornyack & Schechter, 2011). 
In 2013 Sarrab and Bourdoucen introduced new approach which provided a dynamic and operational information security solution (Sarrab & Bourdoucen, 2013). They discussed the problem of monitoring and controlling the flow of user private information during the installation and execution of untrusted mobile applications. This approach support the interaction between user and the security process where users can manage their applications security without defining intricate security policies before running the mobile application. (M. Sarrab, 2013).  The framework involves two major stages, loading and instrumentation of class-les of the intended application and running of the target program and tracing the flow of information based on the information flow policy. However, this study does not discuss the procedures of involving users in monitoring process, the approach does not enable the application user to decide which policies that should take place when the information start sharing with cloud. Moreover, there is no grant to user about the flow of these information and personal data (M. Sarrab, 2013). In 2010, Nauman and colleagues developed an Apex framework which introduced a policy enforcement mechanism for android that allows user to selectively grant permissions to applications as well as enforce constraints on the usage of resources. However, Apex limited to some of available permissions (Zhou, Zhang, Jiang, & Freeh, 2011). 
Beresford and colleagues proposed Android modified version called MockDroid (Nauman, 2010). This framework used by users to ‘mock’ applications’ resources access. Mocking refers to resources that are reported as unavailable or empty whenever an App requests access. MockDroid offers an extended permission technique where the resources access is not blocked, but results in an empty, unavailable, or dummy data. Most of the previous studies do not give the control of the apps in the user hand, however all these tools installed in the user device to detect or monitor the flow of the other app data or detect the permissions used in these apps. Moreover, Schuster and Tromer  build a system named DroidDisintegrator (Schuster & Tromer, 2016), which tracking of inter-component information flow and tracing of component resource use in apps. Also, it validates the feasibility of component-level of information flow control (IFC) while controlling the app behavior (Xu et al., 2016; Suarez et al.,2013; Gilbert et al., 2011; Hornyack & Schechter, 2011). DroidDisintegrator uses dynamic examination to produce IFC policies for Android apps. This framework offer repacking the app which embed the procedures and enforcing these policies at runtime. However, the tool uses only dynamic analysis while the tracing of the internal logic of sensitive behaviors should take place. Hence, the static analysis is needed as well to perform better tracking for information, decrease falsely-reported flows and detect decomposable flows. Moreover, in Android Version 6 (Marshmallow), some app permissions are granted at runtime and on-demand.  It does not involve user in controlling these kinds of permissions. Thus, the tool can be extended to cover the components process such a dynamic security label model, where hazardous information flows are reported at runtime and agreed from the user side. 
In 2009, Fuchs and colleagues present SCANDROID that achieve incremental checking of Android applications, extracts security specifications from applications manifests and checks whether data flows through those applications are consistent with its permissions (Kim et al., 2012). This tool is limited because it cannot analyze the full packaged Android applications and it does not yet applied for real-world applications. Moreover, Ren and colleague described a cross-platform technique called ReCon which exposes personally identifiable information (PII) leaks over the network and give information to users, allow them to control these data without requiring any special privileges or custom OS. This approach uses network flow to detect and extract PII leaks.  The system extracts user location as sample and enables users to control their information about privacy leaks from network, provide feedback about appropriate leaks and they can as well change the information sent to third parties (Ren et al., 2016).  In 2016, Wong and Lie introduced a dynamic analysis tool that generate inputs for the Dynamic Analysis of Android Malware. IntelliDroid can produce a small set of inputs that allow dynamic analysis to decide when there is malicious in Android applications. This approach monitors the execution of an Android application, extracts targeted APIs and successively leads to more efficient and effective dynamic analysis. Additionally, IntelliDroid perform six main steps starting from specifying target APIs, then categorizing paths to target APIs, after that extracting call path constraints, next mining event chains, then determining run-time constraints and finally Input-injection to trigger call paths (Wong & Lie, 2016). Moreover, DroidAuditor have been proposed as an application behavior analysis toolkit which targeting application-layer privilege escalation attacks. It adopts Android Security Modules (ASM) access control architecture to detect the application behavior at all layers of the Android operating system, produces the result of observations in a behavior graph and generates an interactive visualization.  The DroidAuditor architecture used dynamic program analysis technique to monitor the app behavior in instrumented Android environments (Heuser, S., Negro, M., Pendyala, P. K., & Sadeghi, 2016). On the other hand, IntelliDroid does not operate with Implicit Intents, Content Providers and Native Code Execution. Also, IntelliDroid partially handles reflection as it cannot recognize the path constraints after the reflected call. In the security said, the tool is not capable of generating inputs for encrypted and hashed functions (Bhandari et al., 2017). Furthermore,  MR-Droid developed by (F. Liu et al., 2017) to detect inter-app communication threats and solved the problems of accurate and scalable of ICC. It proposes a MapReduce based framework to scale up compositional app analysis including: intent hijacking, intent spoofing and collusion (F. Liu et al., 2017). Nevertheless, the approach suffers from some limitations e.g. it can operate intent based ICC communications only where the security risks can be handle by other inter-app channels like content providers, shared preferences location-based etc. (Bhandari et al., 2017). In 2018, Rashidi and colleagues proposed Android permission control framework based on crowdsourcing named DroidNet. At its core, DroidNet allow users to run new apps under two different modes probation mode or trusted mode. It offers recommendations for users on whether to accept or reject the permission requests based on decisions from peer expert users.  The tool provided a recommendation system which serves the goal of helping users perform low-risk resource accessing control on untrusted apps to protect their privacy and potentially improve efficiency of resource usages (Rashidi et al., 2018). The framework does not allow users to modify any privacy policies or even set them, it depend on the data decision gathering from expert user.


4.3 User level existing security tools 
In 2013, Yang and colleagues presented a new analysis AppIntent framework. AppIntent provide a sequence of graphical user interface operations that like the sequence of events that lead to the data transmission, thus helping the specialists to control if the data communication is user intended or not.  AppIntent has two main limitation, firstly the tool does not support native codes. As well as, since the Android InstrumentationTestRunner method does not support instrumentation of network input, the tool cannot simulate network inputs generated by symbolic execution (Yang et al., 2013). Kathryn and partner implemented a new Android security approach called COMBdroid (Covert Malware Blocker) (Cotterell et al., 2015). This approach discourses Android security concerns by enforcing fine-grained and allow users to define policies, maintain a list of trusted and untrusted behaviors e.g. SMS initiation, phone calls, and URL calls. COMBdroid adjusts an application before installation instead of modifying Android OS and permitting it to override security vulnerabilities at runtime. The design process of their approach consists of two main parts: first part is creating an instrumentation tool which is response to manipulate the APK files and insert them to interrupt the application’s behavior during runtime. The second part is COMBdroid Runtime flow where the files which will be inserted into the disassembled APK, then start catching and handling undesired practices calls at runtime. In the other hand, the tool includes only three policies which make the tool capability restricted.  There are many threats should be considering during the overall security checking. Also, COMBdroid works on application level only in which a user preference list will only be recalled within the scope of that application.
 Conti and colleagues presented a systemic tool called CRePE (Fuchs et al., 2009). Their approach permits context-related strategies to be well-defined either by the end users or apps market owners. Context-related policies are security policies that require the responsiveness of the context of the phone which can be defined using different status e.g. location, time, temperature, noise, and light. Based on the authorization, third parties can list out a policy on a smartphone at any time or just when the phone is within a particular context, e.g. within a building, or a plane. Furthermore, the system provides a component named UserInteractor which permits users to interact with CRePE to manage the contexts. Similarly, the user can explicitly activate and deactivate a context. On the other hand, CRePE only checks the context of the active policies, nevertheless other permissions and policies should be considered as well. However, each access of different resources will be checked only if the user authenticated to use UserInteractor. Furthermore, Schreckling and colleagues in 2013 introduced Kynoid which is a real-time observation and enforcement framework for Android. This system allows users to list out security policies and well-defined for data-items. Besides, Kynoid allows users to state temporal, spatial, and destination constraints which have to hold for single items. They considered Kynoid to be the first tool for Android handheld system which enables the sharing of resources while users can defend the data-items stored in these resources using well-defined security policies (Schreckling et al., 2013). 
In addition, this tool is the enhanced version of TaintDroid that proposed by (Enck et al., 2014), where  users can dynamically specify the security constraints for each data item including the destinations  that data can be shared with and confine that destinations only. Moreover, Kynoid framework consist of numerous components e.g. Content managers and content resolvers which considered as trusted data sources that can be accessed by users. So, whatever resources accessed from content provider will be passing to policy manager which refer to the list of security rule related with the requested data items. Then, the policy manager will interact with the Dalvik VM component and registers this policy reference with a unique identifier. Figure 4 demonstrations the main parts of Kynoid framework. However, Kynoid does not consider the actions that should be perform when these policies are hacked? Kynoid may allow users to list out set of actions that can be taken when these security constraints are hacked instead of picking one of respective actions that defined in the tool itself.

Figure 4:Kynoid Architecture (Schreckling et al., 2013).








Furthermore, Zhao and Osorio in 2012 developed TrustDroidTM as android security tool. This tool works as a static analyzer that tracking the app communication and prevent leakage of sensitive information in user mobile phone. (Zhao & Osorio, 2012).  TrustDroidTM analyzed the compiled Android application raw Dex e.g. APK file. Then, the tool determines the leakage of sensitive information and notify the user about this issue. In addition, the TrustDroidTM consist of four main elements, a source/sink description, a file scanner, a label management system, and the interface between these resources. However, the tool has some limitation issues including, the tacking of tainted data that should be written to a file otherwise, the process of monitoring will not be done. Also, the tool start detecting and tacking the app while they are loading, means no monitoring for apps during the installation and even during the usage. The system has only the static analysis of sensitive information, and no use of dynamic monitoring due to the difficulty of detecting and exploring Java interface which is encrypted. 
In 2016, Liu and colleagues proposed a methodology that allow users to configure the installed application permission. The procedure of this process is learning the privacy profiles for permission sceneries and influence of these profiles in a personalized privacy information of user. The Privacy Profiles and Preference Modeling (PPA) enable users to list out a set of privacy-related questions to figure privacy profiles with machine learning and assist users review their permissions settings after profile them to guarantee that profile-based settings match users’ real preferences. With a set of questions provided by PPA, the users can get numerous recommends for permission settings. The user has the option to accept or change these recommendations. However, the PPA limited to generate a user specific profile thus, do not reflect each application’s access to private data on a case by-case basis (Wijesekera, Baokar, Tsai, & Reardon, 2017). Figure 5 shows the process behind the PPA.


Figure 5: Profile assignment dialog provided by PPA: After answering questions (left) PPA will send a list of personalized suggestions (right). Users can analysis and modify the recommended deny settings  (Wijesekera et al., 2017).










Moreover, Neisse and colleagues proposed framework that enforces fine-grained security privacy policies and enables users to manage access of applications to sensitive elements as well as allow them to  modify their security restrictions dynamically at runtime without the need to recompile or to reinstall the apps  (Neisse et al., 2016). The approach improves user management on the privacy, confidentiality and security of their sensitive data and information by providing instrumentation techniques and contains a refinement phase where high-level resource-centric policies defined by users. On the other hand, the framework does not have a clear setting to users in terms of the information flow path which may lead to privacy violation (Omoronyia, 2017). Furthermore, Zhang and Yin in 2014 used rewriting approach to monitor the user personal information. This model selected version Android app and insert instrumentation code into the selected app to keep tracing of isolated information and detect leakage at runtime. Also, the authors implemented a prototype named Capper and they evaluated its efficacy on confining privacy-breaching apps. This bytecode rewriting approach applied a mechanism to enforce user prioritize confidentiality policy on legitimate Android apps. The tool will block confidentiality leakage in current Android malware apps, except a dedicated unsafe app can still find methods to avoid the tool confinement.

5. Discussion
[bookmark: _GoBack]Existing solutions have used different flow control approaches to address privacy in mobile systems. However, they are limited because they do not give the user the priority to modify the privacy access, change the mobile permission of each app dynamically and the deployment model that facilitates large-scale adoption to ensure broad impact. At first glance, addressing all these limitations seems to impose a high barrier to success, due to the difficulty to address security issue that may occurs during the interaction between user and different cloud services. Moreover, evaluation approach that combines static and dynamic analysis to assess any given application may have low speed especially with static analysis as well as other different mentioned issues. User can be offered, the control of the application permissions, where they can change and modify the permission rules. Tables 2, 3 and 4 shows Android OS, application and user level existing security tools.



Table 2
Android OS existing security approaches
	No
	Year
	Approach
	Mechanism
	Limitations

	1
	2012
	Android Based Mobile Application Development and its Security
	Static and Dynamic
	Clearify how an application is signed for trust relationships and how an application permissions are explicitly defined.

	2
	2015
	EdgeMiner: Automatically Observing Implicit Control Flow Transitions through the Android Approach
	Static
	Focusses only on API summaries that describe transitions of implicit control flow 

	3
	2016
	Malicious behavior analysis for android applications
	Static and Dynamic
	Consider more sensitive APIs and provide Android market real App for fans to use. An integratoin of others malware detection technique, e.g. dynamic taint analysis 

	4
	2016
	Investigation of Malicious Behavior of Android Apps
	Static and Dynamic
	Monitoring Android sensitive API and explore the apps vulnerability.

	5
	2016
	Kratos: Determining Inconsistent Security Policy Enforcement in the Android Framework.
	Static
	Only static analysis tool for systematic tracing inconsistencies in security enforcement.  
Did not make the effort to classify protected compoentes in Android’s application framework.

	6
	2016
	Kratos: Determining Inconsistent Security Policy Enforcement in the Android Framework.
	Static
	Only static analysis tool for systematic tracing inconsistencies in security enforcement.  
Did not make the effort to classify protected compoentes in Android’s application framework.

	7
	2017
	KARMA: A multi-level adaptive patching model to protect kernel vulnerabilities from exploits
	Dynamic

	Fouce on proctuing the Android kernal using specific executing patches using Lua engine which lead to negative impacts on the performance. Moreover, apporach does not address the kernel update problem.




As described, Android operating system security approaches in Table 2 use a combination mechanism for both static and dynamic security analysis model. Most of these Android operating system security approaches are based on analysis of apps granted permissions and focused only on tracking the flow of the information based on Android operating system level. Using this analysis type is not sufficient to detect all levels of malwares, as it can detect collusion attacks in operating system level without user control. In other perspective, it’s not guarantee that data and information cannot be shared via cloud channels or even with other legitimate apps that sometimes gather an excessive amount of user’s personal information.




Table 3
Android Application existing security approaches
	No
	Year
	Approach
	Mechanism
	Limitations

	1
	2006
	EDGEMINER: explore statically the entire Android framework to automatically produce API summaries
	Static
	Detection of collusion attacks in OS level without considering the user control

	2
	2009
	SCANDROID: extracts security specifications from applications manifests.	
	Dynamic
	Cannot analyze the full packaged Android applications

	3
	2010



	Apex:   extending framework for android permission model and enforcement with user-defined runtime constraints.

	Dynamic 
	Limited to some of available permissions.

	4
	2010
	MockDroid: extended permission technique where the resources access can be controlled by users.
	Dynamic
	Not available for end-user.

	5
	2011
	AppInspector: an automated security validation tool that used to examines apps and generates reports of potential security and confidentiality violations
	
Dynamic
	Less scalability of the with app base. A single party to achieve the entire process in android app e.g. tracing high privecy information flow, detecting security and privacy risks, and reporting potential hazards of information misuse.

	6
	2011
	ComDroid: A detection tool used by developers to monitor their application communication vulnerabilities before the app release to app market.
	Static
	ComDroid detected android Intent control flow across functions, and did not distinguish between paths that used control flow statements. Does not track the privilege across pending Intents and Intents that performs URI read/write permissions.

	7
	2011
	AppFence: keep tracking the private information and data that transfer from their device through a third-party application.
	Dynamic
	significant performance overhead. Required firmware modification. Does not track information leaked through control flow operations.

	8
	2012
	DroidRanger: systematic approach for detection of malicious applications using permission based interactive foot printing scheme and a heuristics-based filtering structure.
	Dynamic
	Limited to detect variants of common malware types or uncommon malware that dynamically load untrusted code, through the implementation and evalution of only two heuristics. DroidRanger performs offline analysis to detect malware in Android Markets, thus no runtime detection of apps malware.

	9
	2012
	AASandbox: layered approach to secure private information in Android OS.
	Static and Dynamic
	AASandbox generates low detection accuracy

	10
	2012
	Constroid: a data-centric security rule management schema for Android
	Static
	Confuse users as they are thought that responsiblility of specifying security pocilicy and privacy rules depen on them.

	11
	2013
	PermissionFlow: Automatic detection of inter-application permission leaks in Android applications.
	Static
	Does not support the security detection for native code permissions.
Redundant checking of permissions and data dependent which lead to erroneous detection. Use of implicit intents only which lead to   negatives result for the apps that use the communication between other android components.

	12
	2013
	A dynamic and operational information security solution.
	Dynamic
	Does not support the procedures of involving users in monitoring process. No user involvement in deciding which policies that should take place when the information start sharing with cloud. 
No grant to users about the flow of these information and personal data.

	13
	2014
	FlowDroid: Precise context, flow, field, object-sensitive and lifecycle-aware static examination for Android apps .
	Static
	Misses a different private and sensitive data leaks from benign off-the-shelf Android applications 

	14
	2014
	Amandroid: A Precise and General Inter-component Data Flow Analysis Approcah for Security Selection of Android Apps.
	Static
	Limited ability to handle exceptions including the handle concurrency and reflections issue.

	15
	2014
	TaintDroid: Evaluate the flow of user’s private data that goes through the third-party stores.
	Dynamic
	Traces only explicit data flows, in which a bytecode directly transmit information from its source objects to its destination objects. Moreover, it cannot detected malware in apps that have their own libraries.

	16
	2014
	AppFork: Data leakage tool that isolates and secures partitions belonging to work and personal profiles.
	Static and Dynamic
	Cannot run different versions of an app under different profiles.

	17
	2014
	VetDroid: remolding sensitive behaviors in Android apps from a novel permission use perspective.
	Dynamic
	Needs a quite intrusive change in Dalvik VM, Binder and Linux kernel in Android system  that restrict the simplicity to port to different Android system versions. It inherited the drawbacks of TaintDroid as it built on top on it.

	18
	2014
	ProfileDroid: of a multi-layer monitoring and profiling app.
	Static
	High overhead. No details about operations consumed time

	19
	2014
	Cassandra: Information-Flow Analysis
	Static and Dynamic
	Does not support exception handling and synchronization methods

	20
	2015
	IccTA: Detect privacy leaks between different android components. it is for a sound and precise detection of intro- components communication links and leakages.
	Static
	Cannot detect leak through multi-threading. Can miss leaks through native calls that their rules model incorrectly.

	21
	2015
	SCANDAL: detects privacy leaks in Android applications and determines the flow of data from source of information till reach its target channel.
	Static
	Does not support reflection-related APIs. Does not support the Java Native Interface(JNI) which defines a way to interact with native code. Detect only three main apis including: Location Information, Phone Identifiers and Eavesdropping (track both audio and video).

	22
	2015
	IntentDroid: Dynamic Recognition of Inter-application Communication Vulnerabilities in Android
	Dynmaic
	IntentDroid does not support the detection of other android components e.g. Services, Broadcast Receivers and Content.
IntentDroid does not grant multi-app attack.

	23
	2016
	IntelliDroid: A Targeted Input tool for the Dynamic Investigation of Android Malware.
	Dynamic 
	IntelliDroid does not operate with implicit Intents, Content Providers and native code executuion. IntelliDroid partially handles reflection as it cannot recognize the path constraints after the reflected call. The tool is not capable of generating inputs for encrypted and hashed functions.

	24
	2016
	DroidDisintegrator: tracking of inter-component information flow and observing of resources use in apps
	Dynamic
	Performed only dynamic analysis while the tracing of the internal logic of sensitive behaviors should take place.

	25
	2016
	ReCon: A cross-platform technique that exposes personally identifiable information (PII) leaks over the network.
	Dynamic
	Require network connection to detect and extract PII leaks.

	26
	2017
	MR-Droid: a scalable and prioritized static analysis tool of interapp communication risks
	Static
	Cannot handle other inter-app channels like content providers, shared preferences. Its focus only on intent based ICC communications.

	27
	2018
	DroidNet: An Android permission control framework based on crowdsourcing.
	Static
	No user control over the policies have been recommend.




As illustrated, Android application security approaches in Table 3 use static, dynamic or a combination of both mechanisms to trace and control the flow of the information and user privacy. Most of the presented approaches use dynamic mechanism to trace the flow of private data via third-party applications. In many above approaches, they do not provide any evaluation details regarding the execution time of the overall apps process. Moreover, they do not support exception handling and synchronization methods and suffering from significant performance overhead. Some of the provided tools use static analysis to control the flow of private data. These tools suffer from many drawbacks e.g. they cannot detect native code permissions, issues on redundant checking of permissions and data dependent. Moreover, in static analysis tools any modification in the sources requires the whole analysis process to be redone again.  However, all of these tools whether they use static, dynamic of combination of both do not involve end users in the security analysis process. These tools do not enable user to decide which policies that should take place when the information start sharing with cloud. 

Table 4
User level existing security approaches
	No
	Year
	Approach
	Mechanism
	Limitations

	1
	2009
	CRePE: interrupt critical API calls and filter against predefined policies.
	Dynamic
	Checks only the context of the active policies.

	2
	2012
	TrustDroid:  tracking the app communication and prevent leakage of sensitive information.
	Static
	Tacking of tainted data that should be written to a file. Detecting and tacking the app while they are loading, means no monitoring for apps during the installation and even during the usage.

	3
	2013
	AppIntent: Analyzing critical data transmission in android for privacy leakage recognition.
	Dynamic
	Does not support native codes.  Does not support instrumentation of network input.

	4
	2015
	COMBdroid: Discourses Android security concerns by enforcing fine-grained and allow users to define policies, maintain a list of trusted and untrusted behaviors.
	Dynamic
	Users preference list recalled within the scope of one application.

	5
	2016
	Privacy Profiles and Preference Modeling (PPA): methodology to allow users to configure the installed application permission. 
	Static
	[bookmark: _Hlk495823216]Limited to generate a user specific profile.
Do not reflect each application’s access to private data on a case by-case basis.

	6
	2016
	Framework that enforces fine-grained security privacy policies and enables users to control access of applications to sensitive.
	Dynamic
	Unclear to users the information-flow path that may lead to privacy violation.




As provided, in Table 4 user level security approaches use static or dynamic analysis to control the flow of the information and user privacy. Most of the discussed approaches do not support native codes and do not focus on the actions that need to be performed when flow policies hacked. Moreover, some of these tools start their detection process during app loading time, thus no app monitoring during installation time or usage. Particularly, in these approaches, the user has no control over sensitive or private data, in such way that the user can change or modify the way that data processed or manipulated.

From the previous tools and frameworks, it can be observed that most approaches try to be convenient with securing mobile devices by producing and implementing the proposed prototypes that monitor installed apps behaviors in users’ devices, without considering how users can be involved to control these apps. Furthermore, these tools do not investigate the app after installation time and while the user is using it. Some of the proposed tools detected the malware statically, thus, no real-time usage and it may affect the accuracy of tracking the user data. Moreover, no such approach that provide a clear setting for users to allow them to manage the device resources with certain permissions. Most of permissions control done in apps development stage by the android developers. Therefore, this research provides a set of recommendations to develop a framework that offers users of the apps the priority to change the apps behaviors once it starts accessing the user data. The permissions that provided by apps can be modified by the user based on the user privacy, as well as the user can lock or even prevent them to access any privacy data. In addition, researchers recommend that enables user to control mobile application actions based on configurable privacy and data flow policy during runtime. The framework should consider any behaviors done by installed apps and notify the user about the intent of the app behavior, thus help user to detect which app access private data or any other information. To ensure that users know what they are doing? They should explicitly approve any data access or manipulation rather than leaving it to the platforms.
Assume the following scenario, that DS1, DS2, DS3 are data sources those will be processed using mobile app. The monitoring mechanism that regulates and controls the flow of processed data during mobile app runtime has user privacy policy stated that DS2 (Data source 2) must not flow to DT1 (Data Target 2) as shown in Figure 6. 

Figure 6:The flow of Apps while accessing the user information.
.











Then possible data flow scenarios are: 
· Data source (DS2) flowed to data target (DT2 or DT3) allowed based on policy rules.
· Data source (DS2) flowed to data target (DT1) denied according to policy. 
· Data source (DS1 and DS2) processed in parallel and DS2 copied to DS1 then DS1 flow to DT1 denied as stated in the policy. 
6. Conclusion
Mobile devices store personal information e.g. user location, accounts details and sensitive data, thus privacy and security of user device is the major concern. Android as open source OS secures apps by sandboxing app execution and enforce the apps develops to maintain a set of provided permissions  (B. Kitchenham, 2014)(B. Kitchenham, 2014). Different studies have been conducted to provide solutions that protect user’s devices. Most of these proposed approaches can monitor the behaviors of installed apps but not permit the user to control or prevent any unsecure behavior. Thus, this article discussed exciting approaches designed to provide tools and frameworks that track the actions of installed apps. To summarize the state-of-the-art of user privacy and data flow control in Android apps this article systematically reviews published approaches. In this systematic review process, 87 articles were collected. The article related to general concepts, proposals, ethical and legal discussions were not considered. The review process resulted in total of 40 Android security tools that are categorized into 7 OS level, 27  apps level and 6 user level security tools. We have found that, there is no such mechanism that allow users to control mobile application behavior based on configurable privacy and data flow policy during runtime. Finally, these significant features of framework can help users to determine the behaviors of any installed apps and respond to actions in order to secure the personal data. In spite of the huge potential and many benefits that could be gained from such research, there are still many challenges and issues need to be addressed mainly: 
· Data flow control,
· Design suitable user interface, 
· Dynamic user privacy and data flow control policy, 
· Novel lightweight privacy algorithms in mobile technology side, 
· User ability to modify the flow policy during runtime in response to incidents, and 
· Modify application behavior that attempt to leak private data according to user decision.
To the best of our knowledge, mobile Android community is in great need of a solution that maintain the user controlling of permissions list, modifying them, monitor the data transmission and change an App behavior based on configurable privacy and data flow policy.
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